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ABSTRACT 
 

Mobile agents are program that can migrate between different hosts, begin execution at some 
point and then continue their execution at another host from the point they stopped. Many design 
patterns have been proposed for different problems of mobile agents. Itinerary, Star-Shaped, 
Branching, Master-Slave, MoProxy, Meeting, Facilitator, and Mutual Itinerary Recording are 
examples of mobile agents design patterns, some of these patterns implemented and tested, some are 
partially implemented and some still need implementation . 

This paper proposes a design pattern called (Hierarchal Traveling design pattern) which is 
concerned in the way that mobile agents will migrate between different host, this pattern can be 
classified under the traveling design patterns.  
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1. Introduction 
 

Software agents are programs assist people 
and act on their behalf [1]. Mobile agents are 
software agents with an additional property 
which is the ability to transport them from one 
system to another system in the network; the 
mobile agents are not bound to the system 
where they begin execution, mobile agents can 
begin execution in some part of the network 
and then dispatch and travel to another part 
and continue execution.  

Using mobile agents help to improve the 
creation of the distributed systems by reducing 
the network load, overcome network latency, 
execute asynchronously and they are robust 
and fault-tolerant. 

Distributed Information Retrieval, parallel 
processing, and monitoring and notification 

are some of the applications that can get great 
benefit from using mobile agents. 

In this paper the main concern is the design 
patterns of mobile agents, design patterns can 
help by capturing solutions to common 
problems in agent design. 

The use of design patterns is an approach to 
improve the development process of 
applications and the quality of the final 
products. 
 
Agent transfer: 
 
The transfer process can be initiated by the 
agent itself, by another agent residing in the 
same place, or by an agent or no agent system 
outside the place [1] 
When an agent wants to travel to another 
place, it must know its destination. 
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The following figure [figure 1] describes the 
process of agent transfer. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Figure 1 - Agent Transfer Process 
 
2. Hierarchal Model 
 
2.1. Design Patterns 
 

Design patterns can be classified into three 
classes: traveling patterns, task patterns, and 
interaction patterns 

1. Traveling patterns: traveling patterns 
deal with the movement of agents 
between different parts of the network, 
the Itinerary pattern is an example of 
traveling patterns, this pattern, 
proposed in [3], provides a way to 
execute the migration of an agent, 
which will be responsible for executing 
a given task in remote hosts. The agent 
receives an itinerary on the source 
agency, indicating the sequence of 
agencies it should visit. Once in an 
agency, the agent executes its task 
locally and then continues on its 

itinerary. After visiting the last agency, 
the agent goes back to its source 
agency [2]. Branching and Forwarding 
patterns are examples of traveling 
patterns. 

 
2. Task Patterns: task patterns are 

concerned in breaking down the tasks 
and how to distribute these tasks 
among agents, single task can be 
performed by one agent or by more 
than one agent, master-slave pattern is 
a common example of this type of 
patterns, On the Master-Slave pattern 
[4], a master agent delegates a task to 
be done on a given agency to a slave 
agent, in order continue executing 
other tasks that cannot be interrupted. 
The slave agent visits the indicated 
agency, where it accomplishes the task 
and then returns to the source agency 
with the results. The master agent 
receives the results from the slave 
agent. Then, the slave one destroys 
itself. Another example is Plan pattern. 

 
 
3. Interaction Patterns: are concerned 

with interaction and communication of 
agents, Meeting and Finder are 
examples of this pattern [1]. 

 
2.2. Model 
 
The proposed model is related to traveling 
patterns, the model is an extension of Itinerary 
pattern. The hierarchal pattern is concerned 
with the management of the movement of 
mobile agents. This pattern will use the depth 
first algorithm in the process of routing, we 
can consider as a combination between 
Itinerary pattern and depth first algorithm. 
 
On the hieratical pattern the agent receives a 
list of agencies that it has to migrate to. So, it 
migrates to the first destination agency 
beginning from the left most, where it 
executes a task, then going to the other most 
left agency, if the agent reaches a dead end it 
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will go back to the upper agency and then go 
right and so on. The agent repeats this cycle 
until it visits the last agency on its list.  [Figure 
2]. 

 
Figure 2 - Hierarchal Pattern 

 
Another scenario of the hierarchal pattern is 

that the agent receives a list of agencies to 
visit and clones itself according to the 
proposed number of nodes (agencies) in the 
tree of agencies. Then all clones will visit an 
agency of the received list. Each clone has to 
execute its corresponding task and notify the 
source agency when the task is completed. 
The importance of this part of the pattern is 
that it splits the tasks that can be executed in 
parallel. [Figure 3] 

 

 
Figure 3 - Hierarchal Pattern with Clones 

 
 
 

2.3. Relationship between Hierarchal 
Object and Agent Object 
 

One of the main objectives of the hierarchal 
pattern is to move the responsibility of 
traveling from the agent itself to the associated 
hierarchal object, the Hierarchal class [Figure 
4] should be associated with the Agent class 
and take the responsibility of navigation from 
one host to another, the Hierarchal class must 
implement an interface to communicate with 
the agent and to dispatch the agent to the new 
destination and it must define exceptions for 
the expected exceptions that might appear, for 
example if the Hierarchal class cannot dispatch 
to the required host. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Figure 4 – Hierarchal Class 
 

3. Implementation  
 
For implementing hierarchal pattern we will 
adopt JADE frameworks and then implement 
the above classes and taking into consideration 
the interface between Hierarchal classes and 
JADE framework.  

Implementing the hierarchal pattern is out 
of the scope of this paper. 
 
4. Conclusions and Future Directions  
 

In this paper I am introducing a model for a 
design pattern that can be used in application 
development. The use of design patterns has 
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been increased due to the advantages they can 
bring to applications development, like reuse 
and a better understanding of their project. In 
this work we proposed a mobile agent design 
pattern that can be implemented using JADE 
framework. Hypothetically Hierarchal pattern 
can be applied on problems that have the 
nature of trees and the problems that can be 
solved using parallel or distributed nature. 
Using JADE for implementation eases this 
process, one of the main advantages of JADE 
is the possibility to check whether a 
destination is available before transferring 
agent to it or not, this is very useful for our 
pattern because the pattern proposed deals 
with the movement of mobile agents.  
I will comment some future direction trends 
based on this model: 
• Implement the pattern in JADE framework 
• Compare the results of using Hierarchal 
pattern with other different patterns. 
• applying some case studies using Hierarchal 
pattern 
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